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Abstract

The rapid development of information technology has led to the creation of numerous web-based applications designed to assist human activities and work. One such application is the To-Do List, which helps users manage their tasks and increase productivity. This study aims to analyze the quality of web-based To-Do List applications through black box and white box testing. The research focuses on the login and main pages of the application, where various scenarios are tested to ensure that the system functions as intended. The testing process includes designing test scenarios, creating test cases, executing the test cases, and collecting and processing test result data. The study also includes an analysis of the program's source code using flowcharts and flowgraphs to identify the number of independent logic execution paths and design test cases for white box testing. The results of the testing will help identify errors and weaknesses in the application, ensuring that the final product is of high quality.
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1. Introduction

The development of information technology is currently growing very rapidly. This is characterized by the large number of web-based applications developed to assist human activities and work. One application that is currently being developed is a to-do list application or a list of activities that must be done. This application really helps users to manage their activities so that users can be more organized. To-do list apps are software designed to help users organize and track their daily tasks more efficiently (Kumar et al., 2015; Syaikhuddin et al., 2018). Using this application, users can create a list of tasks that need to be completed, set priorities, and set deadlines.

To-do list apps generally offer intuitive and easy-to-use interfaces, allowing users to quickly add, edit, or delete tasks. Some common features in these apps include reminders, categories or projects to group tasks, as well as integration with calendars or other apps. The diversity of to-do list apps allows users to choose the one that best suits their needs and preferences, whether that's through ease of access across multiple devices or integration with the rest of the software ecosystem. To-do list applications help increase productivity and help users stay organized in carrying out daily activities (Kato et al., 2014; Merrigan et al., 2021).

In developing a web-based application, testing is a very important part. Testing is carried out to ensure that the application being built runs well and meets user needs. Software testing has a number of advantages and disadvantages that developers and organizations need to consider. One of the main advantages of software testing is its ability to identify and fix potential bugs or errors in an application's source code (Hussain and Singh 2015; Arcuri, 2020; Golian et al., 2022). A good testing process can also improve software security and reliability, and ensure that applications function according to user needs and expectations.

Testing can help reduce the risk of failure and ensure software quality throughout its development life cycle. However, software testing also has its drawbacks. The testing process can take significant time and expense, especially if carried out thoroughly and continuously. Sometimes, security and reliability aspects of software may be overlooked if testing is not done carefully. Additionally, testing cannot guarantee that the software is completely free of all errors or bugs. Especially in complex software projects, there may be some unexpected conditions or usage scenarios that are difficult to identify during testing. There are various kinds of software testing techniques, one of which is black box and white box testing (Krishna Mohan et al., 2010; Praniffa et al., 2023).
Black box and white box testing are two important methods in evaluating and improving software quality. Black box testing involves checking the functionality of software without paying attention to the internal structure of the source code (Qian, 2018). In this testing, the main focus is on the input and resulting output, as well as how the software responds to various conditions. This approach is similar to the external user perspective in that it only pays attention to what can be seen from outside the system. On the other hand, white box testing includes an internal examination of the structure and logic of the software source code. Testers access and analyze source code to ensure that each part of the program functions as intended. White box testing requires a deep understanding of software design and implementation, thus requiring higher technical expertise.

The advantage of black box testing lies in its ability to evaluate applications from the user's perspective, find bugs or functional errors, and identify application performance in various scenarios. Meanwhile, white box testing provides deep insight into the internal structure of the software, allowing testers to identify and fix errors at the code level. Both play an important role in ensuring software security, reliability and optimal performance. Using a combination of black box and white box testing often results in a holistic testing approach, helping to minimize errors and improve the overall quality of the software. In successful software development, black box and white box testing are not simply considered as separate stages, but rather as integral elements of the overall software development life cycle (Gustinov et al., 2023).

These two types of testing are very important to carry out in order to find errors and deficiencies in the application so that the quality of the application can be guaranteed. In this research, black box and white box testing analysis will be carried out on web-based to-do list applications. It is hoped that the results of this testing can help find errors and weaknesses in the application so that the quality of the application can continue to be improved.

2. Methodology

The first step, Designing test scenarios, involves describing the test scenarios to be carried out. These scenarios are usually written from the user's perspective and include the functionality to be checked. This scenario will then be divided into several test cases. The second step, Designing test cases, involves creating the steps that the tester will follow to test each scenario. These test cases usually include input, procedures, and expected results.

The third step, Test case testing, involves testing each test case that has been created. The tester will execute the specified steps and compare the results with those expected. The fourth step, Test results, involves collecting and processing test result data. This data will be used to determine the success or failure of the software and to identify deficiencies or bugs. For more details, see Figure 1.

![Figure 1: Steps in this Research](image-url)
3. Results and discussion

3.1. Black box testing

3.1.1. Program input design

![Figure 2: Login page user interface](image)

The test results on the login page will be explained in table 1 as follows:

<table>
<thead>
<tr>
<th>No.</th>
<th>Scenario Testing</th>
<th>Results Testing</th>
<th>The results expected</th>
<th>Information</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>Username and Password Correct</td>
<td>appear message &quot;Welcome, Name user!&quot;</td>
<td>Entered into page main &quot;Welcome, Name user!&quot;</td>
<td>Valid</td>
</tr>
<tr>
<td>2.</td>
<td>Username and Password not in fill Then click Login</td>
<td>Appear message &quot;Username and Password are required&quot;</td>
<td>The system doesn't Can direct to the yard furthermore And notification &quot;Username and Password are required&quot;</td>
<td>Valid</td>
</tr>
<tr>
<td>3.</td>
<td>If only just the username in fill Then click Login</td>
<td>Notification &quot;Username is required&quot;</td>
<td>The system doesn't Can direct to the yard furthermore And notification &quot;Username is required&quot;</td>
<td>Valid</td>
</tr>
<tr>
<td>4.</td>
<td>If only just the password in fill Then click Login</td>
<td>Appear message &quot;Password is required&quot;</td>
<td>The system doesn't Can direct to the yard furthermore And appear message &quot;Password is required&quot;</td>
<td>Valid</td>
</tr>
<tr>
<td>5.</td>
<td>If username or Wrong Then click login</td>
<td>Appear message &quot;Incorrect Username or password&quot;</td>
<td>The system doesn't Can direct to the yard furthermore And notification &quot;Incorrect Username or password&quot;</td>
<td>Valid</td>
</tr>
</tbody>
</table>

The following is an explanation of the black box test results on the login page:

1. The test scenario of entering the correct username and password produces the message "Welcome, User Name!" as expected. Valid testing.
2. The test scenario of not entering the username and password and then pressing the login button displays the message "Username and Password are required" as expected. Valid testing.
3. The test scenario of simply entering the username then pressing login displays the message "Username is required" as expected. Valid testing.
4. The test scenario of simply entering the password then pressing login displays the message "Password is required" as expected. Valid testing.
5. The test scenario of entering the wrong username or password then pressing login displays the message "Incorrect Username or Password" as expected. Valid testing.

![Figure 3: Main page user interface](image)
The test results on the main page will be explained in Table 2 as follows:

<table>
<thead>
<tr>
<th>No.</th>
<th>Scenario Testing</th>
<th>Results Testing</th>
<th>The results expected</th>
<th>Information</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>When column add tasks are not filled in And click Add</td>
<td>Notification &quot;Column no can blank&quot;</td>
<td>Can not fill in the data and Appear message &quot;Column No can blank&quot;</td>
<td>Valid</td>
</tr>
<tr>
<td>2.</td>
<td>When column tasks in fill with, for example sports And click Add</td>
<td>Input data go to tasks label</td>
<td>Input data go to tasks labels and databases todolist</td>
<td>Valid</td>
</tr>
<tr>
<td>3.</td>
<td>When click checkbox on tasks label</td>
<td>Checkboxes become ter-uncheck And Tasks status become 'close'</td>
<td>Checkboxes become ter-uncheck And Task status become 'close' on databases</td>
<td>Valid</td>
</tr>
<tr>
<td>4.</td>
<td>When you click the button edit on tasks label</td>
<td>Directed to edit page and input fields editable by user in accordance need</td>
<td>User directed back to main page with that change applied</td>
<td>Valid</td>
</tr>
<tr>
<td>5.</td>
<td>When you click the button delete on task label</td>
<td>Notification &quot; Are you sure to delete this data!&quot;</td>
<td>Data tasks label succeed erased on databases</td>
<td>Valid</td>
</tr>
<tr>
<td>6.</td>
<td>When click log out</td>
<td>Notification &quot; Are you sure you want to logs out?&quot;</td>
<td>If select yes Directed back to login page, If choose cancel will remain is at on page main</td>
<td>Valid</td>
</tr>
</tbody>
</table>

The following is an explanation of the black box test results on the main page:

1. Test scenarios where the add task column is empty and then click add displays the notification "Column cannot be empty" as expected. Valid testing.
2. Test scenario by filling in the task column then clicking add, the data is successfully entered into the task label and database. Valid testing.
3. Test scenario by clicking the checkbox on the task label, the checkbox status and the task status in the database change as expected. Valid testing.
4. Test scenario by clicking the edit button on the task label, the edit page opens and the user can change the data. After returning to the main page, the changes take effect. Valid testing.
5. Test scenario by clicking the delete button on the task label, a deletion confirmation appears. If selected yes, the task data is deleted from the database. Valid testing.
6. Test scenario by clicking logout, confirmation appears. If yes, return to the login page. Otherwise, stay on the main page. Valid testing.

3.2. White Box Testing

3.2.1. Code program web to-do-list

```php
<?php
session_start();
include "database.php";
if (isset($_POST['uname']) && isset($_POST['password'])) {
    function validate($data){
}
    $data = trim($data);
    $data stripslashes($data);
    $data = htmlspecialchars($data);
    $uname = validate($_POST['uname']); $pass = validate($_POST['password']);
    if (empty($uname) && empty($pass)) {
        header("Location: login.php?error=Username and Password are required"); exit();
    }else if(empty($uname)) {
        header("Location: login.php?error-Username is required"); exit();
```

else if(empty($pass)) {
    header("Location: login.php?error=Password is required"); exit();
} else {
    $sql = "SELECT * FROM users WHERE username='$uname' AND password='$pass'";
    $result = mysqli_query($conn, $sql);
    if (mysqli_num_rows($result) = 1) {
        $row = mysqli_fetch_assoc($result);
        if ($row['username'] == $uname && $row['password'] == $pass) {
            $_SESSION['username'] = $row['username'];
            $_SESSION['name'] = $row['name'];
            $_SESSION['id'] = $row['id'];
            echo "<script> alert('Welcome, $_SESSION['name'] . ' !'); window.location.href='index.php';</script>");
            exit();
        } else {$_SESSION['username'] = $row['username'];
            header("Location: login.php?error=Incorrect Username or password"); exit();
        } else {
            header("Location: login.php?error=Incorrect User name or password"); exit();
        } else {
            header("Location: login.php"); exit();
        }
    }
}

3.2.2. Flowchart web to-do-list

Flowcharts aim to facilitate understanding of the overall application workflow, especially in conducting white box testing. Flowcharts are useful for analyzing the cyclomatic complexity of program code.

![Flowchart](image-url)  

**Figure 4:** Flowchart
3.2.3. Flow graph web to-do-list

Flowgraph aims to analyze and model all possible logic paths of a program/source code. The following web to-do-list flowgraph can be seen in Figure 5.

![Flowgraph Diagram](image)

**Figure 5**: The Flowgraph

From the flowgraph results above, it consists of 11 nodes which represent the number of statements in the program, 14 edges which show the control flow between statements, 5 regions which are independent paths of the program, and 4 predicate nodes as decision nodes. From the flowgraph it can be seen that the program has 5 independent logic execution paths. The basic path of the program is shown by region 1 (R1) with a node sequence of 1-2-3-1. Then there are 4 control branches, namely R2 1-2-4-5-1, R3 1-2-4-6-7-1, R4 1-2-4-6-8-9-1, and R5 1-2-4-6-8-9-10-11. R5 is the most complex path with more nodes.

\[
\begin{align*}
V(g) &= E - N + 2 \\
V(G) &= P + 1 \\
V(G) &= R \\
V(G) &= 14 - 11 + 2 \\
V(G) &= 4 + 1 \\
V(G) &= 5 \\
V = 5 & \quad V(G) = 5
\end{align*}
\]

(2)

It can be concluded that the program in this example has 5 cyclomatic complexities. This means that there are 5 independent paths that must be tested in the program to achieve optimal white box testing coverage. It can be concluded that the base path is:

- Path 2 = 1-2-4-5-1
- Path 3 = 1-2-4-6-7-1
- Path 4 = 1-2-4-6-8-9-1
- Path 5 = 1-2-4-6-8-9-10-11
Next, graph matrix testing will be carried out which aims to help design test cases in white box testing.

### Table 3: Graph matrix testing

<table>
<thead>
<tr>
<th>x</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>10</th>
<th>11</th>
<th>12</th>
<th>13</th>
<th>14</th>
<th>Results</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0</td>
</tr>
<tr>
<td>2</td>
<td></td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>3</td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0</td>
</tr>
<tr>
<td>4</td>
<td></td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>5</td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0</td>
</tr>
<tr>
<td>6</td>
<td></td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>7</td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0</td>
</tr>
<tr>
<td>8</td>
<td></td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0</td>
</tr>
<tr>
<td>9</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>10</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0</td>
</tr>
<tr>
<td>11</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0</td>
</tr>
<tr>
<td>Qty</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>5</td>
</tr>
</tbody>
</table>

Based on results testing Which has done obtained results total from 5 track Which There is there is 1 track Which passes, 4 track Which is condition For catch wrong, and 0 lines the file.

### 4. Conclusion

Based on a series of tests carried out on the To-Do List Application web-based, it can be concluded that the system has passed a series of tests try it with satisfactory results. The trial consisted of two main approaches, viz White-Box Testing And Black-Box Testing. In Black Box Testing, plan the detailed tests cover the various scenarios on the page login, page main and edit pages.
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